C Arrays
6.1 Introduction

- **Arrays**
  - Structures of related data items
  - Static entity – same size throughout program
6.2 Arrays

▪ Array
  – Group of consecutive memory locations
  – Same name and type

▪ To refer to an element, specify
  – Array name
  – Position number

▪ Format:
  
  \textit{arrayname[ position number ]}
  
  – First element at position 0
  – \( n \) element array named \( c \):
    - \( c[0], c[1] \ldots c[n-1] \)
Fig. 6.1 | 12-element array.
6.2 Arrays

- Array elements are like normal variables
  
  ```
  c[ 0 ] = 3;
  printf( "%d", c[ 0 ] );
  ```

- Perform operations in subscript. If x equals 3
  
  ```
  ```
Common Programming Error 6.1

It is important to note the difference between the “seventh element of the array” and “array element seven.” Because array subscripts begin at 0, the “seventh element of the array” has a subscript of 6, while “array element seven” has a subscript of 7 and is actually the eighth element of the array. This is a source of “off-by-one” errors.
6.3 Defining Arrays

- When defining arrays, specify
  - Name
  - Type of array
  - Number of elements
    
    arrayType arrayName[ numberOfElements ];
  - Examples:
    
    int c[ 10 ];
    float myArray[ 3284 ];

- Defining multiple arrays of same type
  - Format similar to regular variables
  - Example:
    
    int b[ 100 ], x[ 27 ];
6.4 Array Examples

- **Initializers**
  
  ```
  int n[ 5 ] = { 1, 2, 3, 4, 5 };
  ```
  
  - If not enough initializers, rightmost elements become 0
  
  ```
  int n[ 5 ] = { 0 } 
  ```
  
  - All elements 0

  - If too many initializers, a syntax error occurs

  - C arrays have no bounds checking

- **If size omitted, initializers determine it**

  ```
  int n[ ] = { 1, 2, 3, 4, 5 };
  ```
  
  - 5 initializers, therefore 5 element array
/* Fig. 6.3: fig06_03.c
   initializing an array */
#include <stdio.h>

/* function main begins program execution */
int main( void )
{
    int n[10]; /* n is an array of 10 integers */
    int i; /* counter */

    /* initialize elements of array n to 0 */
    for ( i = 0; i < 10; i++ ) {
        n[i] = 0; /* set element at location i to 0 */
    } /* end for */

    printf( "%s%13s
", "Element", "Value" );

    /* output contents of array n in tabular format */
    for ( i = 0; i < 10; i++ ) {
        printf( "%7d%13d
", i, n[i] );
    } /* end for */

    return 0; /* indicates successful termination */
} /* end main */
<table>
<thead>
<tr>
<th>Element</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>5</td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td>0</td>
</tr>
<tr>
<td>7</td>
<td>0</td>
</tr>
<tr>
<td>8</td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td>0</td>
</tr>
</tbody>
</table>
/* Fig. 6.4: fig06_04.c */
#include <stdio.h>

/* function main begins program execution */
int main( void )
{
    /* use initializer list to initialize array n */
    int n[ 10 ] = { 32, 27, 64, 18, 95, 14, 90, 70, 60, 37 };
    int i; /* counter */

    printf( "%s%13s\n", "Element", "Value" );

    /* output contents of array in tabular format */
    for ( i = 0; i < 10; i++ ) {
        printf( "%7d%13d\n", i, n[ i ] );
    } /* end for */

    return 0; /* indicates successful termination */
} /* end main */
<table>
<thead>
<tr>
<th>Element</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>32</td>
</tr>
<tr>
<td>1</td>
<td>27</td>
</tr>
<tr>
<td>2</td>
<td>64</td>
</tr>
<tr>
<td>3</td>
<td>18</td>
</tr>
<tr>
<td>4</td>
<td>95</td>
</tr>
<tr>
<td>5</td>
<td>14</td>
</tr>
<tr>
<td>6</td>
<td>90</td>
</tr>
<tr>
<td>7</td>
<td>70</td>
</tr>
<tr>
<td>8</td>
<td>60</td>
</tr>
<tr>
<td>9</td>
<td>37</td>
</tr>
</tbody>
</table>
Common Programming Error 6.2

Forgetting to initialize the elements of an array whose elements should be initialized.
Common Programming Error 6.3

Providing more initializers in an array initializer list than there are elements in the array is a syntax error.
/* Fig. 6.5: fig06_05.c */
Initialize the elements of array s to the even integers from 2 to 20 */
#include <stdio.h>
#define SIZE 10 /* maximum size of array */
/* function main begins program execution */
int main( void )
{
    /* symbolic constant SIZE can be used to specify array size */
    int s[ SIZE ]; /* array s has SIZE elements */
    int j; /* counter */

    for ( j = 0; j < SIZE; j++ ) { /* set the values */
        s[ j ] = 2 + 2 * j;
    } /* end for */

    printf( "%s%13s\n", "Element", "Value" );

    /* output contents of array s in tabular format */
    for ( j = 0; j < SIZE; j++ ) {
        printf( "%7d%13d\n", j, s[ j ] );
    } /* end for */

    return 0; /* indicates successful termination */
} /* end main */
<table>
<thead>
<tr>
<th>Element</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>1</td>
<td>4</td>
</tr>
<tr>
<td>2</td>
<td>6</td>
</tr>
<tr>
<td>3</td>
<td>8</td>
</tr>
<tr>
<td>4</td>
<td>10</td>
</tr>
<tr>
<td>5</td>
<td>12</td>
</tr>
<tr>
<td>6</td>
<td>14</td>
</tr>
<tr>
<td>7</td>
<td>16</td>
</tr>
<tr>
<td>8</td>
<td>18</td>
</tr>
<tr>
<td>9</td>
<td>20</td>
</tr>
</tbody>
</table>

Outline
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Common Programming Error 6.5

Assigning a value to a symbolic constant in an executable statement is a syntax error. A symbolic constant is not a variable. No space is reserved for it by the compiler as with variables that hold values at execution time.
Software Engineering Observation 6.1

Defining the size of each array as a symbolic constant makes programs more scalable.
Good Programming Practice 6.1

Use only uppercase letters for symbolic constant names. This makes these constants stand out in a program and reminds you that symbolic constants are not variables.
Good Programming Practice 6.2

In multiword symbolic constant names, use underscores to separate the words for readability.
/* Fig. 6.6: fig06_06.c */
#include <stdio.h>
#define SIZE 12

/* function main begins program execution */
int main( void )
{
    /* use initializer list to initialize array */
    int a[ SIZE ] = { 1, 3, 5, 4, 7, 2, 99, 16, 45, 67, 89, 45 };
    int i; /* counter */
    int total = 0; /* sum of array */

    /* sum contents of array a */
    for ( i = 0; i < SIZE; i++ ) {
        total += a[ i ];
    } /* end for */

    printf( "Total of array element values is %d\n", total );

    return 0; /* indicates successful termination */
} /* end main */

Total of array element values is 383
/* Fig. 6.7: fig06_07.c
   Student poll program */
#include <stdio.h>
#define RESPONSE_SIZE 40 /* define array sizes */
#define FREQUENCY_SIZE 11

/* function main begins program execution */
int main( void )
{
  int answer; /* counter to loop through 40 responses */
  int rating; /* counter to loop through frequencies 1-10 */

  /* initialize frequency counters to 0 */
  int frequency[ FREQUENCY_SIZE ] = { 0 };

  /* place the survey responses in the responses array */
  int responses[ RESPONSE_SIZE ] = { 1, 2, 6, 4, 8, 5, 9, 7, 8, 10,
                                     1, 6, 3, 8, 6, 10, 3, 8, 2, 7, 6, 5, 7, 6, 8, 6, 7, 5, 6, 6,
                                     5, 6, 7, 5, 6, 4, 8, 6, 8, 10 };

  /* for each answer, select value of an element of array responses
   * and use that value as subscript in array frequency to
   * determine element to increment */
  for ( answer = 0; answer < RESPONSE_SIZE; answer++ ) {
    ++frequency[ responses[ answer ] ];
  } /* end for */
/* display results */
printf( "%s%17s\n", "Rating", "Frequency" );

/* output the frequencies in a tabular format */
for ( rating = 1; rating < FREQUENCY_SIZE; rating++ ) {
    printf( "%6d%17d\n", rating, frequency[ rating ] );
} /* end for */

return 0; /* indicates successful termination */
Common Programming Error 6.6

Referring to an element outside the array bounds.
Error-Prevention Tip 6.1

When looping through an array, the array subscript should never go below 0 and should always be less than the total number of elements in the array (size – 1). Make sure the loop-terminating condition prevents accessing elements outside this range.
/* Fig. 6.8: fig06_08.c  
Histogram printing program */
#include <stdio.h>
#define SIZE 10

/* function main begins program execution */
int main( void )
{
    /* use initializer list to initialize array n */
    int n[ SIZE ] = { 19, 3, 15, 7, 11, 9, 13, 5, 17, 1 };
    int i; /* outer for counter for array elements */
    int j; /* inner for counter counts *s in each histogram bar */

    printf( "%s%13s%17s\n", "Element", "Value", "Histogram" );

    /* for each element of array n, output a bar of the histogram */
    for ( i = 0; i < SIZE; i++ ) {
        printf( "%7d%13d        ", i, n[ i ] );

        for ( j = 1; j <= n[ i ]; j++ ) { /* print one bar */
            printf( "%c", '*' );
        } /* end inner for */

        printf( "\n" ); /* end a histogram bar */
    } /* end outer for */

    return 0; /* indicates successful termination */
} /* end main */
<table>
<thead>
<tr>
<th>Element</th>
<th>Value</th>
<th>Histogram</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>19</td>
<td>*******************</td>
</tr>
<tr>
<td>1</td>
<td>3</td>
<td>***</td>
</tr>
<tr>
<td>2</td>
<td>15</td>
<td>*******************</td>
</tr>
<tr>
<td>3</td>
<td>7</td>
<td>********</td>
</tr>
<tr>
<td>4</td>
<td>11</td>
<td>*********</td>
</tr>
<tr>
<td>5</td>
<td>9</td>
<td>*********</td>
</tr>
<tr>
<td>6</td>
<td>13</td>
<td>*******************</td>
</tr>
<tr>
<td>7</td>
<td>5</td>
<td>*****</td>
</tr>
<tr>
<td>8</td>
<td>17</td>
<td>*******************</td>
</tr>
<tr>
<td>9</td>
<td>1</td>
<td>*</td>
</tr>
</tbody>
</table>
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/* Fig. 6.9: fig06_09.c
Roll a six-sided die 6000 times */
#include <stdio.h>
#include <stdlib.h>
#include <time.h>
define SIZE 7

/* function main begins program execution */
int main( void )
{
    int face; /* random die value 1 - 6 */
    int roll; /* roll counter 1-6000 */
    int frequency[ SIZE ] = { 0 }; /* clear counts */

    srand( time( NULL ) ); /* seed random-number generator */

    /* roll die 6000 times */
    for ( roll = 1; roll <= 6000; roll++ ) {
        face = 1 + rand() % 6;
        ++frequency[ face ]; /* replaces 26-line switch of Fig. 5.8 */
    } /* end for */
```c
printf( "%s%17s\n", "Face", "Frequency" );

/* output frequency elements 1-6 in tabular format */
for ( face = 1; face < SIZE; face++ ) {
    printf( "%4d%17d\n", face, frequency[ face ] );
} /* end for */

return 0; /* indicates successful termination */

} /* end main */
```

<table>
<thead>
<tr>
<th>Face</th>
<th>Frequency</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1029</td>
</tr>
<tr>
<td>2</td>
<td>951</td>
</tr>
<tr>
<td>3</td>
<td>987</td>
</tr>
<tr>
<td>4</td>
<td>1033</td>
</tr>
<tr>
<td>5</td>
<td>1010</td>
</tr>
<tr>
<td>6</td>
<td>990</td>
</tr>
</tbody>
</table>
6.4 Array Examples

- **Character arrays**
  - String “first” is really a static array of characters
  - Character arrays can be initialized using string literals
    ```
    char string1[] = "first";
    ```
    - Null character '\0' terminates strings
    - string1 actually has 6 elements
      It is equivalent to
      ```
      char string1[] = {'f', 'i', 'r', 's', 't', '\0'};
      ```
  - Can access individual characters
    ```
    string1[3] is character ‘s’
    ```
  - Array name is address of array, so & not needed for `scanf`
    ```
    scanf("%s", string2);
    ```
    - Reads characters until whitespace encountered
    - Be careful not to write past end of array, as it is possible to do so
/* Fig. 6.10: fig06_10.c
Treating character arrays as strings */
#include <stdio.h>

/* function main begins program execution */
int main( void )
{
    char string1[ 20 ]; /* reserves 20 characters */
    char string2[] = "string literal"; /* reserves 15 characters */
    int i; /* counter */

    /* read string from user into array string1 */
    printf("Enter a string: ");
    scanf( "%s", string1 ); /* input ended by whitespace character */

    /* output strings */
    printf( "string1 is: %s
string2 is: %s
" string1 with spaces between characters is:
", string1, string2 );

    /* output characters until null character is reached */
    for ( i = 0; string1[ i ] != '\0'; i++ ) {
        printf( "%c ", string1[ i ] );
    } /* end for */

    printf( "\n" );

    return 0; /* indicates successful termination */
} /* end main */
Enter a string: Hello there
string1 is: Hello
string2 is: string literal
string1 with spaces between characters is: H e l l o